# **[C#特性详解](http://www.cnblogs.com/rohelm/archive/2012/04/19/2456088.html)**

　　　　特性提供功能强大的方法，用以将元数据或声明信息与代码（程序集、类型、方法、属性等）相关联。特性与程序实体关联后，即可在运行时使用名为“反射”的技术查询特性。这篇文章绝大部分是按照MSDN来学习的，只是加了一点点自己的东东，官方介绍的很详细，我们就一起来了解一下它的用法。

特性具有以下属性：

特性可向程序中添加元数据。元数据是有关在程序中定义的类型的信息。所有的 .NET 程序集都包含指定的一组元数据，这些元数据描述在程序集中定义的类型和类型成员。可以添加自定义特性，以指定所需的任何附加信息。

可以将一个或多个特性应用到整个程序集、模块或较小的程序元素（如类和属性）。

特性可以与方法和属性相同的方式接受参数。

* 程序可以使用反射检查自己的元数据或其他程序内的元数据。

这些都是官方的定义，那么对于一个初学者来说，看的懂汉字不难，但是上面的元数据是什么？

我这么通俗的解释下：

　　你注意过程序及编译的时候的pdb文件了吗？pdb文件里面存储了，关于程序集内部的所有的成员信息，例如，成员的数据类型，属性类型，方法返回值，方法入参类型，就是程序及内部所有的定义信息的数据信息，是存储定义信息的一类数据信息，程序集里面的所有的关于声明类的数据信息，包括方法间调用，都是存储在元数据里面。

下面开始一同学习特性的用法：

特性可以放置在几乎所有的声明中。在 C# 中，特性的指定方法为：将括在方括号中的特性名置于其应用到的实体的声明上方。

[System.Serializable]public class SampleClass

{

// Objects of this type can be serialized.

}

一个声明上可放置多个特性：
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using System.Runtime.InteropServices;

...

void MethodA([In][Out] ref double x) { }void MethodB([Out][In] ref double x) { }void MethodC([In, Out] ref double x) { }
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某些特性对于给定实体可以指定多次。例如，ConditionalAttribute 就是一个可多次使用的特性：

[Conditional("DEBUG"), Conditional("TEST1")]void TraceMethod()

{

// ...

}

根据约定，所有特性名称都以单词“Attribute”结束，以便将它们与“.NET Framework”中的其他项区分。但是，在代码中使用特性时，不需要指定 attribute 后缀。例如，[DllImport] 虽等效于[DllImportAttribute]，但 DllImportAttribute 才是该特性在 .NET Framework 中的实际名称

# **特性参数**

许多特性都有参数，而这些参数可以是定位参数、未命名参数或命名参数。任何定位参数都必须按特定顺序指定并且不能省略，而命名参数是可选的且可以按任意顺序指定。首先指定定位参数。例如，这三个特性是等效的：

[DllImport("user32.dll")]

[DllImport("user32.dll", SetLastError=false, ExactSpelling=false)]

[DllImport("user32.dll", ExactSpelling=false, SetLastError=false)]

第一个参数（DLL 名称）是定位参数并且总是第一个出现，其他参数为命名参数。在这种情况下，两个命名参数均默认为 false，因此可将其省略。有关默认参数值的信息，可以参考参考各个特性的文档。

# **特性目标**

特性的目标是应用该特性的实体。例如，特性可以应用于类、特定方法或整个程序集。默认情况下，特性应用于它后面的元素。但是，您也可以显式标识要将特性应用于方法还是它的参数或返回值。

若要显式标识特性目标，请使用下面的语法：

[target : attribute-list]

下表显示了可能的 target 值的列表。

|  |  |
| --- | --- |
| **C#** | **适用对象** |
| assembly | 整个程序集 |
| module | 当前程序集模块（不同于 Visual Basic 模块） |
| field | 在类或结构中的字段 |
| event | Event |
| method | 方法或 get 和 set 属性访问器 |
| param | 方法参数或 set 属性访问器参数 |
| property | Property |
| return | 方法、属性索引器或 get 属性访问器的返回值 |
| type | 结构、类、接口、枚举或委托 |

下面的示例演示如何将特性应用于程序集和模块。

using System;using System.Reflection;

[assembly: AssemblyTitleAttribute("Production assembly 4")]

[module: CLSCompliant(true)]

下面的示例演示如何在 C# 中将特性应用于方法、方法参数和方法返回值。
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// default: applies to method[SomeAttr]int Method1() { return 0; }

// applies to method[method: SomeAttr]int Method2() { return 0; }

// applies to return value

[return: SomeAttr]int Method3() { return 0; }
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无论规定 SomeAttr 应用于什么目标，都必须指定 return 目标，即使 SomeAttr 被定义为仅应用于返回值也是如此。换言之，编译器将不使用 AttributeUsage 信息解析不明确的特性目标。

呀，终于了解完了，是时候自己十一下手了，我们就动手活动一下颈骨，多加点注释来关联一下学过的内容。

我们这里拿ObsoleteAttribute做下测试，它标记不再使用的程序元素。此类不能被继承。首先我们看一下它的继承结构。

![IMG_260](data:image/png;base64,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)当然我们看看其他的特性，我们就会发现特性其实是从System.Object类派生出来的一种特殊类。

 我们现在用这个构造来验证

public ObsoleteAttribute(string message, bool error)

  参数　　　　　　　　　　　　　　　　　　　　　　　　　类型：

  message　　　　　　　　　　　　　　　　　　 System ..::.String　　　　　　　　描述可选的变通方法的文本字符串。

　error　　　　　　　　　　　　　　　　　　　　System ..::.Boolean　　　　　　　指示是否将使用已过时的元素视为错误的布尔值。

总之我们在使用特性的时候不要产生畏惧，就当他是特殊的类，以前怎么样用构造函数现在仍旧怎么用只是格式有点微妙的变化。
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using System;

namespace 特性

{

class Program

{

static void Main(string[] args)

{

OldClass old = new OldClass();//2个报错，因为使用OldClass两次  
 old.OldMethod();//警告。因为第二个参数未指定使用已过时的元素不会视为错误 Console.ReadKey();

}

}

[Obsolete("该类已经过时",true)]//使用默认的特性目标，直接作用于紧随其后的Class OldClass

//第二个参数我这里设置为true将使用已过时的元素视为错误

class OldClass

{

[method: Obsolete("该方法已经过时")]

public void OldMethod()

{

Console.WriteLine("过时的方法！");

}

}

}
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运行以后会出现两个错误提示，一个警告提示：
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# **好了，现在我们在紧接着学习自定义特性，这个估计就算是相当简单了。 自定义特性**

通过定义一个特性类，可以创建您自己的自定义特性。该特性类直接或间接地从Attribute派生，有助于方便快捷地在元数据中标识特性定义。假设您要用编写类型的程序员的名字标记类型。可以定义一个自定义 Author特性类：
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[System.AttributeUsage(System.AttributeTargets.Class |

System.AttributeTargets.Struct)

]public class Author : System.Attribute

{

private string name;

public double version;

public Author(string name)

{

this.name = name;

version = 1.0;

}

}
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类名是特性的名称，即 Author。它由 System.Attribute 派生而来，因此是自定义特性类。构造函数的参数是自定义特性的定位参数。本示例中 name 是定位参数。任何公共的读写字段或属性都是命名参数。在本例中，version 是唯一的命名参数。请注意AttributeUsage 特性的用法，它使得 Author 特性仅在类声明中有效。

可以按如下所示使用此新特性：

[Author("P. Ackerman", version = 1.1)]class SampleClass

{

// P. Ackerman's code goes here...

}

AttributeUsage 有一个命名参数 AllowMultiple，使用它可以使自定义特性成为一次性使用或可以使用多次的特性。在下面的代码示例中，创建了一个使用多次的特性。

[System.AttributeUsage(System.AttributeTargets.Class |

System.AttributeTargets.Struct,

AllowMultiple = true) // multiuse attribute]public class Author : System.Attribute

在下面的代码示例中，向某个类应用了同一类型的多个特性。
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[Author("P. Ackerman", version = 1.1)]

[Author("R. Koch", version = 1.2)]class SampleClass

{

// P. Ackerman's code goes here...

// R. Koch's code goes here...

}
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 如果特性类包含一个属性，则该属性必须为读写属性。

 介绍完了官方的示例是不是还是云里雾里，那么我们一起来深入解剖一下。

首先我们从上面可以总结出创建自定义特性的大概步骤：

1.应用AttributeUsage特性 虽然等效，但AttributeUsageAttribute 才是该特性在 .NET Framework 中的实际名称，它也是由 System.Attribute 派生而来。

2.声明特性类，它由 System.Attribute 派生而来。

3.声明构造函数

4.声明特性

OVER!!!就这么回事，完了吗，我们继续剖析之重要的信息，AttributeUsage特性。

AttributeUsage特性，研究特性当然首要的要研究其构造函数。现在我们来看看他是怎么定义的。

public AttributeUsageAttribute( AttributeTargets validOn)

 参数   validOn 类型：System.AttributeTargets 使用按位“或”运算符组合的一组值，用于指示哪些程序元素是有效的。

用指定的 AttributeTargets、AllowMultiple 值和 Inherited 值列表初始化AttributeUsageAttribute 类的新实例。

于是乎我们返回到了研究AttributeTargets的问题了。现在我们就来细心的看看他是神马！  
原来他是一个枚举，通过该特性可使其成员值按位组合。可以通过按位“或”运算组合AttributeTargets 枚举值来获得首选组合。

成员

|  |  |  |
| --- | --- | --- |
|  | **成员名称** | **说明** |
|  | Assembly | 可以对程序集应用特性。 |
|  | Module | 可以对模块应用特性。  注意  Module 指的是可移植的可执行文件（.dll 或 .exe），而非 Visual Basic 标准模块。 |
|  | Class | 可以对类应用特性。 |
|  | Struct | 可以对结构应用特性，即值类型。 |
|  | Enum | 可以对枚举应用特性。 |
|  | Constructor | 可以对构造函数应用特性。 |
|  | Method | 可以对方法应用特性。 |
|  | Property | 可以对属性应用特性。 |
|  | Field | 可以对字段应用特性。 |
|  | Event | 可以对事件应用特性。 |
|  | Interface | 可以对接口应用特性。 |
|  | Parameter | 可以对参数应用特性。 |
|  | Delegate | 可以对委托应用特性。 |
|  | ReturnValue | 可以对返回值应用特性。 |
|  | GenericParameter | 可以对泛型参数应用特性。  注意  目前，此特性可以应用仅于 C#、Microsoft 中间语言 (MSIL) 和发出的代码。 |
|  | All | 可以对任何应用程序元素应用特性。 |

 到了这里一节也就明了了，谜底都一一展现在我们的面前。

 按照上面的经验，再次开始动手来熟悉这一切，我指定了该自定义的特性不可继承，就在不解释别的了只是为了证明一下命名参数Inherited定性成功与否，总之还是很简单的。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64 | using System;    namespace 特性  {      class Program      {          static void Main(string[] args)          {              GetAttributeInfo(typeof(OldClass));              Console.WriteLine("==============");              GetAttributeInfo(typeof(NewClass));              Console.ReadKey();          }          public static void GetAttributeInfo(Type t)          {              OldAttribute myattribute = (OldAttribute)Attribute.GetCustomAttribute(t, typeof(OldAttribute));              if (myattribute == null)              {                  Console.WriteLine(t.ToString()+"类中自定义特性不存在！");              }              else              {                  Console.WriteLine("特性描述:{0}\n加入事件{1}", myattribute.Discretion, myattribute.date);              }          }      }       [AttributeUsage(AttributeTargets.Class,Inherited=false)]//设置了定位参数和命名参数            //该特性适用于所有的类，而且是非继承的。      class OldAttribute : Attribute//继承自Attribute      {          private string discretion;            public string Discretion          {              get { return discretion; }              set { discretion = value; }          }          public DateTime date;          public OldAttribute(string discretion)          {              this.discretion = discretion;              date = DateTime.Now;          }      }      //现在我们定义两类      [Old("这个类将过期")]//使用定义的新特性      class OldClass      {          public void OldTest()          {              Console.WriteLine("测试特性");          }      }      class NewClass:OldClass      {          public void NewTest()          {              Console.WriteLine("测试特性的继承");          }      }      //我们写一个方法用来获取特性信息  } |